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1.Project Background and Description 
A wide range of users uses visualization libraries. Some of these users are experts in data 
visualization, and others are not. A lot of them would benefit immensely by checking whether 
they are adhering to visualization best practices or not. Even experts in data visualization might 
sometimes miss minor details while they are prototyping in a hurry. Displaying warnings and 
errors for suboptimal visualization practices can be useful for those users and would help 
improve the overall quality visualizations produced by the community. 
 
Who doesn’t like to understand whether the visualization they have built can have higher 
effectiveness? This is precisely what we would like to introduce to you. We are proposing a 
static analysis tool(linter) and library that helps D3.js users adhere to data visualization best 
practices. 
 
But why two tools? Why not just a linter? Linters, which are static analysis tools, are not 
meant to check data-related issues. They are only meant to check for logical problems in the 
code. The reason linters can not check data-related matters is that data are dynamic and can 
not and AST trees should not analyze data. Data might not even exist in code and can be 
retrieved by an HTTP request from a backend server. We can use static analysis tools to check 
data-independent code, such as the usage of a specific kind of chart, for example. 
 
Here comes the run time library to the rescue. Runtime libraries can detect issues with data, 
such as the color mismatch. This is because a runtime library has access to this data, even if 
the data is retrieved from a different server. 
 
2.Programming Language and Framework 
We have selected to work on D3.js for various reasons. First, web applications are currently on 
the rise. More and more desktop applications now migrate to web applications. So if we would 
like to pick a library to be used on the web, we are limited to javaScript libraries. Among all 
JavaScript libraries, D3.js is the most popular and resilient. 
 
3.Previous Works 
Andrew Mcnutt’s Matplotlib linter and his paper “Linting for Visualization: Towards a Practical 
Automated Visualization Guidance System” is the only work we found that is similar to what we 

https://github.com/mcnuttandrew/vislint_mpl


are trying to do1. Mcnutt proposed a long list of data visualization rules to be implemented but 
he implemented a few of them in his prototype(to the best of our understanding). While Mcnutt 
has named his solution Vislint and is referring to it as a linter, he is actually using a run-time 
library to check for errors and warnings. The term “linter” is usually associated with static 
analysis tools and this is the first time we find that “linter” is called for a run-time checker. 
 
Mcnutt’s tool is used to check for warnings for Matplotlib. There is a huge difference, though, 
between D3.js and Matplotlib. Matplotlib is high level library that enables users to visualize 
without much hassle, but gives the user much less control. On the other hand, D3.js is a 
low-level library that gives the user a much more control. 
 
We can say that Mcnuttl’s tool is the only runtime library checker for data visualization. We did 
not find any static analysis tool for d3.js or any other data visualization libraries. We have found 
javascript runtime checker libraries that are not involved with data visualization. These runtime 
error checkers are common in JavaScript since JavaScript is not statically types and runtime 
checking is in a lot of cases the only way to validate data and types.  

 
Figure 1.Number of installs versus time for the most popular JavaScript runtime error checkers 

 
 
4.Personal Expertise 
Youssef is professionally experienced in single page web applications with Javascript and has 
experience working with an array of JavaScript libraries. He did not work with D3 professionally 
we do not think would be a problem since he is planning to study D3 as part of the allocated 
hours for the project. Youssef is a first-year master’s student in computer engineering. One of 
the thesis ideas that he might continue to is about static analysis. He has also built before small 
(uncompleted) tools that analyze code statically. We believe that his professional experience in 
software engineering would help him structure the cleanVis library and setup the environment 
for the library besides setting standards on the library would be used.  
 



Wei(William) is experienced in Data Analysis with Python and related data manipulating libraries 
such as Pandas and Numpy. He also has experience in visualization tools, including Matplotlib 
and Seaborn. Apart from programming experience based on Python, he has developed 
software using languages like Java, C++, and Pascal. He does not have expertise in D3; 
however, he has developed web applications using Javascript. William is a first-year master's 
student in Electrical and Computer Engineering. We believe that his experience in 
programming, especially web development experience would help him implement functions to 
check visualization rules for the run-time checker. 
 
5.Rules for Data Visualization Best Practices 
We are aiming to use rules from Tamara’s book “Visualization Analysis and Design” 8, 
specifically order of effectiveness. Besides that, we plan to use “The Visualization Guidelines 
Repository” which includes a collection of guidelines hosted by the DBVIS group at the 
University of Konstanz4. In addition to that, we found that Yan Holtz’s online guidelines to have 
useful rules of thumb that we think at least some of them can be implemented 6. 
 
6.Scenario of use and Future Advancements 
 
6.1 Static analysis tool Linter 
The static analysis tool is intended to identify warnings and errors before the code is run. A 
usually good compliment to a static analysis tool is usually an editor’s plugin to highlight areas in 
code that need to be changed. This way, developers can see errors and warnings while they are 
coding. An example of a very simple error for a static analysis tool is shown below. 
 

 
Figure 2. An example for Static Analysis Tool 

 
Although we are planning to build a prototype for our static analysis tool(linters) in this project, 
we are not planning to integrate it with a specific IDE or editor’s plugin. We believe that working 
on these extensions is outside the scope of this project. 
 



For the scenario of use, let’s assume Ahmed is a web developer who has no domain experience 
in data visualization. Ahmad started using D3.js and thought that a pie chart is a cool 
visualization to display the distribution of grades for a classroom. The linter can put a yellow 
underline below the line where the pie chart method is called. A warning message that displays 
“A bar chart is usually a better visualization than a pie chart” would pop up when Ahmed hovers 
over that part of the line. 
 
 
6.2 Run-time checker 
Run time errors and warnings appear in the console log for JavaScript web applications. This 
means that the user would need to open the dev-tools of a browser. We have thought of having 
alerts instead of console log warnings, but we found that alerts are quite intrusive, and it is 
impractical to display more than one warning via an alert. An example of console log error is 
shown below. 

 
Figure 3. An example for Run-time Check 

 
A better idea might be using unobtrusive toasts. For sure, there should be a switch to turn off or 
turn on these toasts so that they are displayed only during development and not in production. 
We are not planning to implement this in this project. We believe that this is out of the scope of 
the course since it depends mainly on UI development and UX design. An example of 
unobtrusive toasts that can be displayed in run time is shown below.  
 



 
 

Figure 4. An example of unobtrusive toasts that can be displayed in run time 
 
For the scenario of use, let’s assume that the same developer, Ahmed, is using the bar chart 
which its labels are vertical. A toast then appears stating “Use horizontal labels for bar charts” 
 
 
7.Proposed implementation approach 
7.1 Linter 
We plan to build the linter(static analysis tool) as a plugin in ESLint, which is the most popular 
JavaScript linter. Eslint is a pluggable linter. Plugins have been built before for JQuery, React 
and other libraries.  
 
7.2 Runtime Checker 
We plan to build the run-time checker library in JavaScript. We plan to use Webpack to be able 
to have different modules in code. 
 
 



8.Milestones and Schedule  
Table 1. Milestones and schedule 

Task Hours Deadline Description 

Team Meeting 1 3 October 16 Brainstorm ideas, meet with the professor 

Team Meeting 2 4 October 28 Discuss the goal and scope of this project 

Proposal 13 November 4 Plan our work and write the proposal 

Understand Mcnutt’s 
research and tool 

5 November 6 Check Mcnutt’s research and tool  

Understand how D3 
works 

10 November 8 Read online tutorials and attend online 
courses 

Static analysis 
implementation 

35 November 30 Implementing static analysis part 

Run-time checker 
implementation 

40 November 30 Implementing run-time checker 

Test for visualization 
rules and debug 

10 December 5 Making the tool as full-featured and refined 
as possible, adding any of the interaction 
features that were missed in the first 
sprint. Also evaluation of the tool’s 
performance and utility 

Final presentation 10 December 10 Make slides and practice 

Final paper 10 December 13 Write final paper 
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