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In a perfect world, a software developer making a change to a software system would fully 
understand the codebase of the system. Alas, the world is not perfect. It is not possible for most 
mortal software developers to learn, understand and remember codebases comprising thousands 
or even millions of lines of code, most of which they did not write. In a growing number of cases, 
the developer may not have even been born when the code was written. 

The structure of existing systems tends to further complicate the developer’s task. After some 
work, a developer may be able to determine which parts of an existing codebase must be altered 
to affect the desired change. Hopefully, for the developer’s sake, the parts affected are localized 
within a small number of modules in the system, reducing the amount of the system the developer 
needs to understand.  

Unfortunately, through an exploratory study we conducted, we found that developers making a 
change also tended to have to understand “obstacle” code that was relevant both to the desired 
change and to some other underlying concern in the system [1]. The code related to the other 
concern tended to not be modularized, but rather crosscut the system structure. As one example, 
one developer wanted to change the way user interface information was passed around in a 
distributed system.  As would be expected, this change involved testing the user interface code 
after the change. However, in addition, it also required testing that distribution was still working 
after the change. The distribution code was obstacle code. 

Hitting obstacle code complicates a developer’s task because the developer must understand the 
intent of the obstacle code. If the intent the reason for the code is understood, a developer can 
make a better estimation of the depth to which the obstacle code must be followed and understood 
throughout the system. For anyone who has ever read code written by someone else, 
understanding the intent is obviously difficult! At best, a developer may find a comment close to 
the obstacle code explaining the intent. Unfortunately, this is rarely the case. 

To help developers facing this problem, we have been working on a new concept for linking 
design rationale, or intent, to source code called Design Rationale Graphs (DRGs). A DRG 
structures information from design documentation and links the information to appropriate points 
in a system’s codebase. Our current work on DRGs focuses on the structuring and linking of 
documentation in the form of Design Patterns [2] to source code.  

A snippet of the DRG created from the text of the Visitor [2] Design Pattern is shown in Figure 1. 
Primary nodes (coloured blue) in the DRG represent design elements, such as the accept 
operation: Edges and other nodes represent relationships between the design elements distilled 
from the design documentation text, such as the accept operation taking a Visitor object as 
a parameter. 

Given a set of DRGs for a system, we believe it is possible to use an arsenal of existing source 
code analysis tools to connect detailed nodes in the DRGs to the source code. The presence of 
such links would enable the use of DRGs to understand the intent of a piece of code. A developer 



hitting obstacle code when making a change could then follow links from the affected code up to 
a corresponding DRG to understand why the code exists. For instance, it might be possible to 
determine that a particular piece of code exists to enhance the performance of a distributed 
system by minimizing the amount of data passed through the system. 

With this approach, developers may have some hope of understanding why a concern is present in 
a system.  Understanding the “why” is an important step when determining if and how a concern 
should be modularized through either reengineering or the use of an advanced separation of 
concerns technique, such as aspect-oriented programming [3] or hyperspaces [4]. Furthermore, by 
following links up to the “why” of a concern and then back down to the code, developers may 
also be able to elaborate all other places in the codebase related to a concern. 
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Figure 1  DRG Snippet for Visitor Pattern 
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